**T-SQL PROGRAMMING**

**Structure of TSQL Program:**

**DECLARE**

**- - - -**

**BEGIN**

**-- we can also declare variables here**

**- - any sql and program statements**

**END**

**DECLARE**

**Declare block is used to declare the variable.**

**Variable is an Identifier which is used to identify the value.**

**Syntax:**

**DECLARE @var datatype(size);**

**DECLARE @var datatype(size), @var datatype(size);**

**BEGIN**

**Begin block is used to set the value for the variable.**

**Syntax:**

**Set @variablename= value**

**END**

**It is indicating end of your program.**

**Q) Write a sample program to display welcome message?**

DECLARE

@V1 VARCHAR(100)

BEGIN

SET @V1='WELCOME TO SQL SERVER PROGRAMMING';

PRINT @V1;

END;

Output: WELCOME TO SQL SERVER PROGRAMMING

DECLARE

@V1 VARCHAR(100)

BEGIN

SET @V1='WELCOME TO SQL SERVER PROGRAMMING'

PRINT 'Posted message is: '+@V1

END

Note:

# In the above program , + symbol is known as appending operator.

--Write a program to display product name, price, ---warranty of product id “p1” ?

DECLARE

@VPID VARCHAR(10)

BEGIN

SET @VPID='p1'

SELECT prodid,PNAME,price,warrenty FROM PRODUCTS WHERE PRODID=@VPID

end;

OTHER METHOD:

BEGIN

DECLARE @VPID VARCHAR(10), @V1 VARCHAR(10), @V2 MONEY, @V3 VARCHAR(10);

SET @VPID='ILTPQS'

SELECT @V1=PNAME,

@V2=price,

@V3=warrenty FROM PRODUCTS WHERE pid=@VPID

PRINT ' PID: '+@VPID

PRINT ' NAME: '+@V1

PRINT ' PRICE: '+CAST(@V2 AS VARCHAR(10))

PRINT ' WARRENTY: '+@V3

end;

**Q) Write a program to declare first name and last name and display full name?**

declare

@fname varchar(20),

@lname varchar(20),

@fullname varchar(20)

begin

set @fname='Sathya'

set @lname='Technlogies'

set @fullname=@fname++@lname

print 'full name is '+@fullname

end;

**Note:**

**IN the above program, ++ symbol is used to add 2 strings.**

**Q) Write a Program to perform addition of two numbers?**

declare

@fno int,

@sno int,

@add int

begin

set @fno=10

set @sno=20

set @add=@fno+@sno

print 'Sum is '+cast(@add as varchar(20))

end;

**Note:**

**In the above Program, CAST is a conversion function,**

**To convert numeric value into character value.**

**Q) Write a program to display employee name of employee id 1111?**

declare

@veid int ='1111',

@vename varchar(20)

begin

set @vename=(select ename from emps where eid=@veid)

print ' Given empid: '+cast(@veid as varchar(4))

print ' Employee Name: '+@vename

end

**Q) Write a procedure to display number of emps and total salary?**

DECLARE

@vcount int,

@vtotal numeric

BEGIN

Set @vcount=(select count(\*) from emps)

Set @vtotal=(select sum(sal) from emps)

Print 'Number of emps: '+cast(@vcount as varchar(10))

Print 'Total salary: '+cast(@vtotal as varchar(10))

end

Q) Write a Program to declare two numbers and check which number is greater?

declare

@a int,

@b int

begin

set @a=10

set @b=20

if(@a>@b)

print cast(@a as varchar(20))+' is big'

else

print cast(@b as varchar(20))+' is big'

end;

**STORED PROCEDURES**

**Stored Procedure is a program, that is saved under database server permanently.**

**We can use or execute the procedures repeatedly.**

**Syntax:**

**Create procedure <name>**

**As**

**---**

**---**

**Go**

**How to execute a procedure?**

**Exec <proc\_name>**

**Ex:**

**Write a procedure to display all company details?**

create procedure get\_all\_companies

as

select \* from company

go;

exec get\_all\_companies

**Q) Create Procedure to insert the record in Employee table**

create procedure emp\_reg

(

@veid numeric(4),

@vename varchar(20),

@vsal numeric(5),

@vjdate date,

@vdesg varchar(20),

@vegender char

)

as

insert into emps values(@veid,@vename,@vsal,@vjdate,@vdesg,@vegender)

go

exec emp\_reg 4545,'harini',34000,'2021-11-20','developer','F'

**How to display list of procedure names?**

SELECT ROUTINE\_NAME

FROM mydb1.INFORMATION\_SCHEMA.ROUTINES

WHERE ROUTINE\_TYPE = 'PROCEDURE'

**3) create a stored procedure to validate username and password**

CREATE PROCEDURE Verify @username nchar(20), @password nchar(20)

AS

IF EXISTS(SELECT \* FROM Login where Username=@username and Password=@password)

PRINT('User Exists')

ELSE

PRINT('User Does not Exist')

GO

**EXEC Verify @username='David', @password='David123'**

**GO**

**Ex:**

**-- write a procedure to display emp information based on given empid?**

create procedure get\_empinfo @veid int

as

begin

declare @vename varchar(10),

@vsal money,

@vjoindate date,

@vdesg varchar(10),

@vgender char

select @vename=ename,

@vsal=sal,

@vjoindate=jdate,

@vdesg=desg,

@vgender=egender

from emps

where eid=@veid;

Print ' Given empid: '+ cast(@veid as varchar(10))

print ' ------------------------------------------'

print 'Name: '+@vename

print 'Salary: '+cast(@vsal as varchar(10))

print 'Working as: '+@vdesg

print 'Join dt: '+cast(@vjoindate as varchar(10))

print 'gender: '+@vgender

print '--------------------------------------------'

end;

Go

Sample Output:

Given empid: 1121

------------------------------------------

Name: haritha

Salary: 60920.00

Working as: developer

Join dt: 2018-06-20

gender: F

--------------------------------------------

Completion time: 2022-07-11T19:26:08.8634697+05:30

EX:

write a procedure to display number of emps and total salary under given designation?

create procedure get\_emp\_count\_total\_salary @vdesg varchar(10)

as

begin

declare @vcnt int, @vtotal money

set @vcnt=(select count(\*) from emps)

set @vtotal=(select sum(sal) from emps)

print 'Given designition: '+@vdesg

Print 'Number of emps: '+ cast(@vcnt as varchar(10))

Print 'Total salary: '+cast(@vtotal as varchar(10))

Print ' End of OutPut '

END;

SAMPLE OUTPUT:

Given designition: DEVELOPER

Number of emps: 10

Total salary: 361900.00

End of OutPut

Completion time: 2022-07-11T19:33:44.2816619+05:30

--WRITE A PROCEDURE TO DISPLAY PRODUCT INFORMATION LIKE PRODUCT ID, PRODUCT NAME, PRICE, manufacturing date, warranty and COMPANY NAME of given product id?

create procedure proc\_get\_product\_details @vpid varchar(10)

as

begin

declare @vpname varchar(10),

@vprice numeric(10,2),

@vmfgdt date,

@vwarrenty varchar(10),

@vcmpname varchar(10)

select

@vpname=p.pname,

@vprice=p.price,

@vmfgdt=p.mdgdt,

@vwarrenty=p.warrenty,

@vcmpname=c.cmpname

from products p, company c

where p.prodid=@vpid and p.cmpid=c.cmpid;

print ' Given product id: '+@vpid

print ' --------------------------'

print ' Product Name: '+@vpname

print ' Price: '+cast(@vprice as varchar(10))

print ' Mfg Date: '+cast(@vmfgdt as varchar(10))

print ' warrenty: '+@vwarrenty

print ' Company Name: '+@vcmpname

print '------------------------------------'

end;

Sample Output:

**exec proc\_get\_product\_details p1**

**Given product id: p1**

**--------------------------**

**Product Name: tv**

**Price: 45000.00**

**Mfg Date: 2020-11-23**

**warrenty: 5 years**

**Company Name: sony**

**----------------------------------------**

**Completion time: 2022-07-11T19:48:30.4971435+05:30**

**CONDITIONAL STATEMENTS**

We can write conditions in a program under conditional statements. Based on condition result the set of statements will be executed.

**IF Boolean\_expression**

**BEGIN**

**{ statement\_block }**

**END**

In this syntax, if the Boolean expression evaluates to TRUE then the statement block in the [BEGIN...END](https://www.sqlservertutorial.net/sql-server-stored-procedures/sql-server-begin-end/) block is executed. Otherwise, the statement block is skipped and the control of the program is passed to the statement after the END keyword.

**IF ELSE statement:**

IF Boolean\_expression

BEGIN

-- Statement block executes when the Boolean expression is TRUE

END

ELSE

BEGIN

-- Statement block executes when the Boolean expression is FALSE

END

**Ex:**

**Write a program to find the biggest of 2 numbers?**

declare

@x int,

@y int

begin

set @x=100

set @y=200

if @x > @y

print 'x is greater than y'

else

print 'y is greater than x'

end;

**Ex:**

**Write a procedure to find which employee has less salary from given 2 employee numbers?**

select\* from emps

Create procedure proc\_find\_high\_salary

(

@vempid1 decimal(10),

@vempid2 decimal(10,2)

)

as

declare

@s1 decimal(10,2),

@s2 decimal(10,2)

begin

set @s1 = (select sal from emps where [eid]=@vempid1);

set @s2 = (select sal from emps where [eid]=@vempid2);

print ' empid-1: '+cast(@vempid1 as varchar(10))

print ' empid-2: '+cast(@vempid2 as varchar(10))

print ' salary-1: '+cast(@s1 as varchar(10))

print ' salary-2: '+cast(@s2 as varchar(10))

if @s1 > @s2

print ' employee 1 has higher salary'

else if @s1 = @s2

print ' Both emploees are having equal salary'

else

print 'Employee 2 has higher salary'

end;

exec proc\_find\_high\_salary 1191,1120

OUTPUT:

empid-1: 1191

empid-2: 1120

salary-1: 10000.00

salary-2: 10000.00

Both emploees are having equal salary

**LOOPS**

**WHILE {condition holds}  
BEGIN  
{…do something…}  
END;**

**EX:**

**WRITE A PROGRAM TO PRINT 1 TO 10 NUMBERS?**

begin

declare @v int=1

while @v<=10

begin

print @v

set @v=@v+1

end;

end;

use mydb1

select table\_name from information\_schema.tables

Ex:

Write a procedure to display employee names from the id 1110 to the id 1120

select \* from emps

alter procedure proc\_names\_while

as

begin

declare @vempid numeric(5)=1110

declare @vename varchar(20)

while @vempid<=1120

begin

set @vename=(select ename from emps where eid=@vempid)

print 'empid: '+cast(@vempid as varchar(10))+' empname='+@vename

set @vempid=@vempid+1

end

print ' Task completed'

END

GO

EXEC proc\_names\_while

**EXCEPTIONS**

An error condition during a program execution is called an exception and the mechanism for resolving such an exception is known as exception handling.

SQL Server provides **TRY**, **CATCH** blocks for exception handling.

We can put all **T-SQL statements into a TRY BLOCK** and the code for **exception handling can be put into a CATCH block.**

We can also generate user-defined errors using a THROW block.

![Syntax of Exception Handling](data:image/jpeg;base64,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)

BEGIN TRY

     --code to try

END TRY

BEGIN CATCH

     --code to run if an error occurs

--is generated in try

END CATCH

Anything between the BEGIN TRY and END TRY is the code that we want to monitor for an error. So, if an error occurred inside this TRY statement, then the control immediately transferred to the CATCH

statement and then it would have started executing code line by line.

BEGIN TRY

-- Generate a divide-by-zero error

  SELECT

    1 / 0 AS Error;

END TRY

BEGIN CATCH

  SELECT

    ERROR\_NUMBER() AS ErrorNumber,

    ERROR\_STATE() AS ErrorState,

    ERROR\_SEVERITY() AS ErrorSeverity,

    ERROR\_PROCEDURE() AS ErrorProcedure,

    ERROR\_LINE() AS ErrorLine,

    ERROR\_MESSAGE() AS ErrorMessage;

END CATCH;

GO

Ex:

BEGIN TRY

-- Generate a divide-by-zero error

  SELECT

    1 / 0 AS Error;

END TRY

BEGIN CATCH

  SELECT

    ERROR\_NUMBER() AS ErrorNumber,

    ERROR\_LINE() AS ErrorLine,

    ERROR\_MESSAGE() AS ErrorMessage;

END CATCH;

GO

use mydb1

select table\_name from information\_schema.tables

select \* from emps

BEGIN

DECLARE @vename varchar(20),@vsal numeric(5),@veid numeric(4)

begin try

set @veid=1111

set @vename=(select ename from emps where [eid]=@veid)

set @vsal=(select sal from emps where eid=@veid)

print ' empid '+@veid

print ' empname '+@vename

print ' salary= '+@vsal

end try

begin catch

SELECT

ERROR\_NUMBER() AS ErrorNumber,

ERROR\_LINE() AS ErrorLine,

ERROR\_MESSAGE() AS ErrorMessage;

END CATCH;

End;

**Note:**

**In the above program, we have some conversion errors. We can see that error information after execution of above program.**

**USER DEFINED FUNCTIONS**

 The main idea behind functions is to store them in the database and avoid writing the same code over and over again. Also, you can control what is the input and define the structure/type of output.

CREATE FUNCTION [database\_name.]function\_name (parameters)

RETURNS data\_type

AS

BEGIN

    SQL statements

    RETURN value

END;

ALTER FUNCTION [database\_name.]function\_name (parameters)

RETURNS data\_type

AS

BEGIN

    SQL statements

    RETURN value

END;

DROP FUNCTION [database\_name.]function\_name;

Ex:

Write a function to get salary of employee from given emp id?

create function func\_salary(@veid numeric)

returns numeric

as

begin

declare @vsal numeric;

select @vsal=sal from emps where eid = @veid;

return(@vsal);

end;

How to execute the above function?

select dbo.func\_salary(1110) as sal;

**CURSORS**

**Cursor** is a Temporary Memory or Temporary Work Station.

It is Allocated by Database Server at the Time of Performing DML(Data Manipulation Language) operations on Table by User.

There are 2 types of Cursors:

Implicit Cursors

Explicit Cursors.

**Implicit Cursors:**  
Implicit Cursors are also known as Default Cursors of SQL SERVER.

These Cursors are allocated by SQL SERVER when the user performs DML operations.

**Explicit Cursors:**  
Explicit Cursors are Created by Users whenever the user requires them. Explicit Cursors are used for Fetching data from Table in Row-By-Row Manner.

**How to create Explicit Cursor:**

1. **Declare Cursor Object.**  
   **Syntax :**

DECLARE cursor\_name CURSOR FOR SELECT \* FROM table\_name

DECLARE s1 CURSOR FOR SELECT \* FROM studDetails

1. **Open Cursor Connection.**  
   **Syntax :** OPEN cursor\_connection

OPEN s1

1. **Fetch Data from cursor.**  
   There are total 6 methods to access data from cursor. They are as follows :  
   **FIRST** is used to fetch only the first row from cursor table.  
   **LAST** is used to fetch only last row from cursor table.  
   **NEXT** is used to fetch data in forward direction from cursor table.  
   **PRIOR** is used to fetch data in backward direction from cursor table.  
   **ABSOLUTE n** is used to fetch the exact nth row from cursor table.  
   **RELATIVE n** is used to fetch the data in incremental way as well as decremental way.  
   **Syntax :** FETCH NEXT/FIRST/LAST/PRIOR/ABSOLUTE n/RELATIVE n FROM cursor\_name
2. FETCH FIRST FROM s1
3. FETCH LAST FROM s1
4. FETCH NEXT FROM s1
5. FETCH PRIOR FROM s1
6. FETCH ABSOLUTE 7 FROM s1
7. FETCH RELATIVE -2 FROM s1
8. **Close cursor connection.**  
   **Syntax :** CLOSE cursor\_name

CLOSE s1

1. **Deallocate cursor memory.**  
   **Syntax :** DEALLOCATE cursor\_name

DEALLOCATE s1

Ex:

Write a procedure to display all employee names?

Create procedure proc\_enames\_cursors

As

Begin

Declare @vename varchar(10)

Declare ecur CURSOR FOR select ename from emps;

Open ecur;

Fetch next from ecur into @vename;

While @@FETCH\_STATUS = 0

BEGIN

Print @vename

Fetch next from ecur into @vename;

End

Close ecur;

Deallocate ecur;

END;

Exec proc\_enames\_cursors;

**TRIGGERS**

The CREATE TRIGGER statement allows you to create a new trigger that is fired automatically whenever an event such as [INSERT](https://www.sqlservertutorial.net/sql-server-basics/sql-server-insert/), [DELETE](https://www.sqlservertutorial.net/sql-server-basics/sql-server-delete/), or [UPDATE](https://www.sqlservertutorial.net/sql-server-basics/sql-server-update/) occurs against a table.

CREATE TRIGGER [schema\_name.]trigger\_name

ON table\_name

AFTER {[INSERT],[UPDATE],[DELETE]}

[NOT FOR REPLICATION]

AS

{sql\_statements}

## **“Virtual” tables for triggers: INSERTED and DELETED**

SQL Server provides two virtual tables that are available specifically for triggers called INSERTED and DELETED tables. SQL Server uses these tables to capture the data of the modified row before and after the event occurs.

There are three main characteristics that make triggers different than stored procedures:

* Triggers cannot be manually executed by the user.
* There is no chance for triggers to receive parameters.
* You cannot commit or rollback a transaction inside a trigger.